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Abstract—It is assumed that progress with classical logic gates development can have its boundaries in the 

near future. Therefore, it is needed to make research with other approaches. One of them is application of reversible 

logic. In this paper, we present a method for reliability analysis of logic circuits composed of reversible logic gates. 

The method is based on structure function, and we implemented it in a software tool that also allows us to design 

reversible logic gates and circuits. 
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I. INTRODUCTION 

Reversible logic circuits are getting to the foreground in presence, as it is assumed that 

progress with present irreversible logic gates can have its limits in the near future [1]. 

The computing devices loss part of information in the process of computing. Irreversible logic 

functions are always connected with physical non-reimbursement, and so, there is a minimal 

amount of heat generated by the device for every irreversible function (Fig. 1). This 

disappearing serves for signals to become independent of their history. But it is possible for 

computing to run without this loss of information. This can be ensured that way, calculations 

will be reversible, what means, it is possible to return from any state to any previous. Landauer 

pointed out, that majority of physical laws are reversible, so if you have the full information 

about state of closed system in some time, it is possible, at least in principle, to perform these 

laws in reverse order and get exact state of system in any previous time [2]. 

 
Fig. 1 Landauer’s barrier and trend in energy consumption [3] 

 In 1973 Charles Bennett in [4] showed that it is possible to build full reversible computer 

capable to perform any calculations without needing of overwhelm memory with temporary 

data. He reverted operations, that produce temporary result. Reversible computer designed this 

way would be in principle capable to cross Landauer’s barrier, but design of a more complex 

reversible computer is demanding. 

 An important aspect when designing a reversible logic circuits is its reliability, which is the 

main subject of this paper. 
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II. RELIABILITY ANALYSIS 

A. Structure Function 

The structure function is used for mathematic description of system and reflects system 

operation depending on its components and theirs states [5]. This function is defined as a map 

of the following form: 

 𝜙(𝑥1, 𝑥2, … , 𝑥𝑛) = 𝜙(𝒙): {0, 1}𝑛 → {0, 1}, (1) 

where 𝑛 is a number of components in the system, 𝑥𝑖 is a state of component 𝑖, for 𝑖 = 1, 2, … , 𝑛, 

and 𝒙 = (𝑥1, 𝑥2, … , 𝑥𝑛) is a vector of components states (state vector). 

The structure function can be used to calculate system availability or perform importance 

analysis, which deals with evaluation of influence of system components on the system [5]. 

However, the key issue is how to find or construct the structure function of a system.  

B. Structure Function of Logic Circuit 

Reliability analysis of logic circuits based on structure function has been investigated in [6]. 

The authors of the paper proposed a method for finding the structure function of a logic circuit. 

They assumed that the relevant components of a circuit are logic gates that the circuit is 

composed of. For a specific combination of input signals (e.g., (1,1) in case of a gate with two 

inputs), a gate (e.g., AND with two inputs) is working if its output agrees with the expected 

output (1 in this specific case). If the output does not agree with the expected one, then the gate 

is considered to be non-working for the specific combination of the input signals. Similarly, the 

logic circuit is functioning for a specific combination of input signals if its output agrees with 

the expected one. Otherwise, it is failed. This indicates that the functionality (and so the 

structure function) of a logic circuit depends not only on states of its components (logic gates) 

but also on values of the input signals of the circuit. 

To show how the structure function of a logic circuit looks like, let us consider a logic circuit 

composed of 𝑛 logic gates, and let us assume that the circuit has 𝑘 inputs and 𝑚 outputs. The 

expected output of the circuit is defined by a vector-valued function of the following form: 

 𝑭(𝑦1, 𝑦2, … , 𝑦𝑘) = 𝑭(𝒚) = (𝐹1(𝒚), 𝐹2(𝒚), … , 𝐹𝑚(𝒚)): {0,1}𝑘 → {0,1}𝑚, (2) 

where 𝑦𝑙 defines value of the 𝑙-th input signal, for 𝑙 = 1, 2, … , 𝑘, 𝒚 = (𝑦1, 𝑦2, … , 𝑦𝑘) is a vector 

of input signals (input vector), 𝐹𝑡(𝒚) agrees with output 𝑡, for 𝑡 = 1, 2, … , 𝑚, and 𝑭(𝒚) =

(𝐹1(𝒚), 𝐹2(𝒚), … , 𝐹𝑚(𝒚)) represents a vector of functions defining values of the output signals. 

This vector-valued function is created based on the logic gates and their expected behavior. 

However, if gates are unreliable, i.e., they can fail and generate an output that does not agree 

with the expected one, the output of the circuit depends also on states of the gates. In this case, 

the output of the circuit agrees with the following map: 

 𝑭𝑜(𝒚; 𝒙) = 𝑭(𝒚) = (𝐹1,𝑜(𝒚; 𝒙), 𝐹2,𝑜(𝒚; 𝒙), … , 𝐹𝑚,𝑜(𝒚; 𝒙)) : {0,1}𝑘+𝑛 → {0,1}𝑚, (3) 

where 𝒙 = (𝑥1, 𝑥2, … , 𝑥𝑛) is a state vector defining states of the logic gates, 𝐹𝑡,𝑜(𝒚; 𝒙) agrees 

with real output 𝑡, for 𝑡 = 1, 2, … , 𝑚, and 𝑭𝑜(𝒚; 𝒙) = (𝐹1,𝑜(𝒚; 𝒙), 𝐹2,𝑜(𝒚; 𝒙), … , 𝐹𝑚,𝑜(𝒚; 𝒙)) 

represents a vector of functions defining real values of the output signals. 

Based on (2) and (3), the structure function of a logic circuit has been defined in [6] as the 

equivalence of the real outputs of the circuit (which assumes that the gates are unreliable) and 

the expected ones (which assumes that the gates are perfectly reliable), i.e.: 

 
𝜙(𝒙; 𝒚) = 𝑭𝑜(𝒚; 𝒙) ↔ 𝑭(𝒚)

= {𝐹1,𝑜(𝒚; 𝒙) ↔ 𝐹1(𝒚)} ∧ {𝐹2,𝑜(𝒚; 𝒙) ↔ 𝐹2(𝒚)} ∧ … ∧  {𝐹𝑚,𝑜(𝒚; 𝒙) ↔ 𝐹𝑚(𝒚)},
 (4) 
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where ↔ is logical biconditional and ∧ logical conjunction. So, the structure function of a 

classic logic circuit can be obtained as the conjunction of the Boolean functions defining the 

situations in which the output signals of the circuit agrees with the expected ones. Please note 

that this function is quite different from (1) since its output depends not only on states of the 

components (state vector 𝒙) but also on the environment, which is included in input vector 𝒚. 

C. Structure Function of Reversible Logic Circuit 

Reliability analysis of reversible logic circuit can be done in similar way as in the case of 

irreversible logic circuit presented above.  In general, an irreversible logic gate performs one 

logic operation. Output of logic gate can be interpreted as value 0 or 1. On the other hand, 

reversible logic gate performs multiple logic functions. Output of such gate is now vector of 

values. As failure state we consider when output vector is different from the expected output 

vector at least in one element. 

 The other difference is that reversible logic circuits contains garbage bits and constant inputs. 

Garbage bit is an output of logic circuit that is not connected, i.e., we are not interested whether 

this output agrees with the expected one or not. On the other hand, a constant input is an input 

set to a specific value, so we do not have to verify cases when this input is set to other value. 

So, the set of output vectors we have to explore is smaller. This implies that the structure 

function of a reversible logic circuit can be defined as follows: 

 𝜙(𝒙; 𝒚𝑟) = 𝑭𝑜(𝒚; 𝒙) ↔ 𝑭(𝒚) = ⋀ {𝐹𝑡,𝑜(𝒚; 𝒙) ↔ 𝐹𝑡(𝒚)}𝑡∈𝐑 , (5) 

where 𝒚𝑟 is a vector of input signals from which the constant signals are excluded and 𝐑 is a 

set of the output signals from which the garbage bits are excluded. This formula implies if a 

failure of a logic gate of the circuit causes that just garbage bits are different from the expected 

values, then this situation will not be considered as a failure of the reversible circuit. 

D. Example 

For illustration of obtaining the structure function of a reversible logic circuit, let us consider 

an example of a full adder from [7], which is composed of two Modified Islam Gates (MIGs) 

and one Controlled Operation Gate (COG) introduced in [8]. This circuit is depicted in Fig. 2. 

The block diagrams defining operation of MIG and COG are shown in Fig. 3, where symbol ⨁ 

denotes logic operation XOR and symbol ′ agrees with logic complement, i.e., NOT. As we 

mentioned before, an unreliable gate performs different logic function as working one. For our 

example, let us assume, the unreliable gate performs function defined by following formula: 

𝑭(𝒚) = 𝟎. That means output of a broken gate is always 𝟎. We can notice that the circuit in 

Fig. 2 has 2 constant inputs (denoted by symbol 0) and 4 garbage outputs (denoted as g1, g2, 

g3, and g4). They are not interesting for reliability analysis. 

 
Fig. 2 Full adder using MIG and COG gates (according to [7]) 
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(a) Modified Islam gate (b) Controlled operation gate 

Fig. 3 Block diagrams of reversible logic gates (according to [7]) 

To find structure function of the circuit, we build two truth tables. The first one contains all 

combinations of input values and their respective output values (Table 1). This table describes 

situation when all components are functioning, i.e., it defines the expected outputs of the circuit 

for individual combinations of the input signals. The second table is extended by all 

combinations of logic gate states and respective output values. This one describes real output 

values of logic circuit when a specific gate is in function or failure state (Table 2). We can 

notice that none of these tables contain columns for constant inputs and garbage outputs, as we 

mentioned before. 

 
Table 1 Selected part of truth table for full adder in Fig. 2 

𝐴 𝐵 𝐶𝑖𝑛−𝐵𝑖𝑛| 𝐶𝑡𝑟𝑙 𝑆/𝐷 𝐶/𝐵 

0 0 0 0 0 0 

0 0 0 1 0 0 

0 0 1 0 1 0 

0 0 1 1 1 1 

0 1 0 0 1 0 

0 1 0 1 1 1 

0 1 1 0 0 1 

0 1 1 1 0 0 

1 0 0 0 1 0 

1 0 0 1 1 1 

1 0 1 0 0 1 

1 0 1 1 0 0 

 

  Table 2 Selected part of truth table including failure states for full adder in Fig. 2 

 

 

 

 

 

 

 

 

 

 

 

 

 

𝐴 𝐵 𝐶𝑖𝑛−𝐵𝑖𝑛| 𝐶𝑡𝑟𝑙 𝑥1 𝑥2 𝑥3 𝑆/𝐷 𝐶/𝐵 𝜙 

0 0 0 0 0 0 0 0 1 0 

0 0 0 0 0 0 1 0 0 1 

0 0 0 0 0 1 0 0 0 1 

0 0 0 0 0 1 1 0 1 0 

0 0 0 0 1 0 0 0 0 1 

0 0 0 0 1 0 1 0 1 0 

0 0 0 0 1 1 0 0 1 0 

0 0 0 0 1 1 1 0 0 0 

0 0 0 1 0 0 0 0 1 0 

0 0 0 1 0 0 1 0 0 1 

0 0 0 1 1 1 1 0 0 0 

0 0 1 0 0 0 1 1 1 0 
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Based on the tables introduced above, we can find the structure function of the circuit. This 

can be done by comparing the expected values of outputs (from Table 1) with their real values 

(from Table 2). If these values match, the structure function will acquire value 1, otherwise, it 

will take value 0. For illustration, we placed values of the structure function of the circuit into 

the last column of Table 2. 

Based on the structure function, we can compute several reliability measures. One of them is 

topological availability, which was introduced in [9] as the relative frequency of system state 

1. It can be computed simply as a proportion of states at which the structure function takes 

value 1. In our case, it is computed as value 56 128⁄  because the structure function of the circuit 

is defined with respect to 7 variables (𝐴, 𝐵, 𝐶𝑖𝑛 − 𝐵𝑖𝑛|, 𝐶𝑡𝑟𝑙, 𝑥1, 𝑥2, and 𝑥3), i.e., it is defined 

at 27 = 128 different points, and it takes value 1 in 56 out of these points. 

III. IMPLEMENTATION OF TOOL FOR RELIABILITY ANALYSIS OF REVERSIBLE LOGIC 

CIRCUITS 

We implemented the method for obtaining the structure function of a reversible logic circuit 

that was described above in a form of a software tool. We set several goals that our tool should 

do. Firstly, we should be able to create and modify reversible logic gates. Then we should be 

able to create reversible logic circuits from these gates and, finally, we should be able to find 

the structure function of the circuit and, based on it, compute its availability. We decided to 

implement it in C# language. 

A. Model-View-View-Model (MVVM) Architecture 

We decided to implement our tool using MVVM architecture [10] depicted in Fig. 4 as it 

allows relatively high independence of individual layers, e.g., a complete redesign of user 

interface will not require change in model and vice versa. As we can see in Fig. 4, this 

architecture is composed of the following three layers: 

1) Model, which is a representation of business objects. It is optimized for logic 

relationships and operations between individual entities without its representation in 

user interface. The Model communicates with View-Model layer via events. 

2) View, which is a representation of user interface. It displays information for users and 

responses to user inputs sends to View-Model layer. 

3) View-Model, which is a bridge between Model layer and View layer. Every class of the 

View has its corresponding class in View-Model. This layer obtains information from 

the Model and processes it into a form suitable for the View. Simultaneously, it responds 

on requests from the View by updating the Model. 

 

 
Fig. 4 Diagram of MVVM architecture [10] 
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B. User Interface 

Based on the requirements specified above, our tool has three main components that are: 

1) editor for creating logic circuits (Fig. 5) – this component allows us to build a logic 

circuit from the gates, which are located in the left part of the editor. We are able to add 

inputs in logic circuits and connect individual components to each other. We are also 

able to turn on/off inputs and see values of the output signals. 

 

Fig. 5 Editor for creating logic circuits 

2) gate editor (Fig. 6) – this component is used for creating and editing logic gates. Gates 

are identified by their names. A function that the gate performed is specified by truth 

table. We can also specify function for failure state of the gate. A logic gate created by 

this editor is stored into logic gate library, which is responsible for reading/saving gates 

into file and accessing gates upon request. 

 

Fig. 6 Gate editor 

3) reliability analysis calculator (Fig. 7) – it works with two truth tables as we described 

above. Based on these tables, it is able to find the structure function of the circuit that is 

created using the editor mentioned above. Based on the structure function, it allows us 

to calculate topological availability of the circuit. 

 

Fig. 7 Reliability analysis calculator – table including failure states 
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IV. CONCLUSION 

In this paper, we proposed a method for topological reliability analysis of reversible logic 

circuits based on the method described in [6]. It uses the same approach, i.e., a logic circuit is 

considered to be working correctly if and only if all real outputs match with the expected ones 

for a given combination of inputs. The main difference in reliability analysis of reversible 

circuits is by using garbage bits and constant inputs that are not used in reliability analysis as 

we do not consider as failure state when real value of a garbage bit is different from the expected 

one and do not take into account a possibility of a change of a value of constant inputs. 

We implemented the method for analysis of reversible logic circuits in our own tool that was 

also presented in this paper. The tool allows us to create and modify reversible logic gates, 

design logic circuits from created gates, find the structure function of the circuit and investigate 

its topological availability based on the structure function. 
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